**Лабораторная работа №6**

**. Разработка интеллектуальной компоненты с использованием подхода в пространстве состояний**

**Цель работы:**использовать методы, существующие в пространстве состояний, чтобы построить игровую компьютерную программу.

**Постановка задачи.**Для примера рассмотрим пример игра в «8» и «15». Дано начальное состояние в виде массивов 3х3 и 4х4, целевое состояние точно такой же форме, но с другими данными [10]. Эти состояния показаны на рисунке 2.1.а,б.

![https://libr.aues.kz/facultet/fit/kt/19/umm/kt_3.files/image001.gif](data:image/gif;base64,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)

Рисунок 2.1- Состояния игры «8» и «15»   в виде массива чисел

В качестве формы описания *состояний* в данном примере выступает массив размером 3х3. А в качестве *оператора* движение пустой клетки - влево, вверх, вправо, вниз. *Методы полного перебора.* *Поиск в ширину.*(BFS - *Breadth-first search*). В методе полного перебора вершины раскрываются в том порядке, в котором они строятся. В качестве механизма реализаций или в качестве обработки списков для метода поиска в ширину в алгоритмах программирования выбран механизм «*очередь*». Для списка *open* реализуется механизм *очередь*, или его называют структура *FIFO* *«first-in-first-out»*,  т.е. «первым пришел – первым обслужен». Состояния добавлются в список справа  и удаляются с левого конца списка. *Поиск в глубину* (*Depth-first search, DFS*).  В методах перебора в глубину  прежде всего раскрываются те   вершины, которые были построены последними. Одним из классических алгоритмов поиска на графе пространства состояний служит метод поиска с возвратами *бектрекинг*[11]. Этот способ предлагает опреде­ленную организацию перебора всех возможных вариантов решения задачи, число которых может быть велико. Суть бектрекинга состоит в том, чтобы в каждой точке процесса решения задачи, где существует несколько априори равноправных альтернативных вариантов (путей) дальнейшего продолжения, выбрать один из них и следовать ему, предварительно запомнив другие альтернативы,  для того, чтобы в случае неуспешности выбранного варианта-пути вернуться в точку выбора и выбрать для продолжения решения другой возможный вариант-путь. От программиста требуется лишь определение точек бектрекинга с нужными альтернативами и инициация в необходимый момент процесса возврата. *Эвристический метод.*Этот способ позволяет во всех случаях найти некоторый путь от начальной вершины к целевой, стоимость которого минимальна. Предполагается, что нам задана функция стоимости *c(ni,nj),* дающая стоимость перехода от вершины *ni* к некоторой следующей за ней вершине *nj*. В методе равных цен для каждой вершины *n* в дереве перебора нам нужно помнить стоимость пути, построенного от начальной вершины *s* к вершине *n*. Пусть *g(n)* -  стоимость от вершины *s* к вершине *n* в дереве перебора. В случае дерева перебора мы можем быть уверены, что *g(n*) является к тому же стоимостью того пути, который имеет *минимальную* стоимость (т.к. этот путь единственный). Алгоритм, работающий по методу равных цен, может быть также использован для поиска путей минимальной длины, если просто положить стоимость каждого ребра равной*единице*. Если сделать резюме, то в данном методе выбираем единичную функцию *f(n)=g(n)+w(n)* – та цена, которую дают каждой вершине.  Здесь *g(n)* – длина пути, *g(0)* – начальный путь, *g(n)= g(n-1)+1=> g(1)=0+1.**w(n)* – число фишек, которые находятся не на своем месте. Как правило, выбираем тот, что дешевле. Рассмотрим реализацию этого метода  на примере игры в «8» на Лиспе. Исходные тексты на Лиспе приведены в [11]. Он выполнен с помощью  лисповской функции *HEURISTIC\_SEARCH*, реализующей эвристический поиск в пространстве состояний с использованием эвристической оценочной функции *EST*, зависящей от конкретной поисковой задачи. Отметим, что на шаге 3, выбирая из списка *Open* первый элемент-вершину, мы тем самым выбираем вершину с минимальной оценкой, поскольку список *Open* всегда упорядочен по неубыванию хранящихся в нем оценок вершин-состояний (это обеспечивается вспомогательной функцией *MERGE*).

 (defun HEURISTIC\_SEARCH(StartState)

   (prog (Open Closed Current

          Deslist ;список дочерних вершин;

          Reflist ;список указателей;

          Depth   ;глубина текущей вершины;)

 ;Шаг 1:; (setq Open (list(list 'S0 StartState 0

 (EST (list StartState 0)) )))

 ;Шаг 2:;   HS (cond ((null Open) (return())))

 ;Шаг 3:;   (setq Current (car Open))

                                  (setq Open (cdr Open))

                                  (setq Closed (cons Current Closed))

                                  (setq Depth (caddr Current))

 ;Шаг 4:;   (cond ((IS\_GOAL Current)

            (return (SOLUTION Current Reflist))))

 ;Шаг 5:;   (setq Deslist (OPENING Current))

 ; Исключение повторных вершин-состояний:;

                                  (setq Deslist (RETAIN\_NEW Deslist))

                                  (cond ((null Deslist) (go НS)))

 ;Шаг 6:;   (setq Open (MERGE (ADD\_DEPTH\_EST (add1 Depth) Deslist) Open))

  (setq Reflist (append (CONNECT Deslist Current) Reflist))(go HS) ))

Данная лисповская функция использует вспомогательные функции *OPENING, SOLUTION, IS\_GOAL, CONNECT, EST* и функцию *RETAIN\_NEW*.  Функция *OPENING* порождает для своего единственного аргумента список дочерних вершин-состояний (он может оказаться и пустым). Описание каждого состояния задается списком, первый элемент которого – это уникальный идентификатор состояния, а второй элемент – собственно описание состояния задачи. Идентификаторы состояний необходимы для построения указателей функцией *CONNECT*. Функция *CONNECT*с двумя аргументами,  списком порожденных дочерних вершин и текущей (только что раскрытой, родительской) вершиной – генерирует список указателей от каждой дочерней вершины к исходной родительской. Функция *SOLUTION*с двумя аргументами, найденными целевым состоянием и списком всех указателей дерева перебора, вырабатывает список-решение задачи (решающий путь). Предикат *IS\_GOAL* проверяет, является ли ее аргумент целевым состоянием. В случае положительного исхода проверки значением функции является само проверяемое состояние, в ином случае значение равно цели. В алгоритмах поиска применяется также вспомогательная рекурсивная функция *RETAIN\_NEW*, которая оставляет в списке дочерних состояний *Dlist* только те, которые не порождались ранее, тем самым исключается зацикливание при поиске в произвольном графе:

 (defun *RETAIN\_NEW* (Dlist)

  (prog (D)

    (cond ((null Dlist) (return ()) ))

    (setq D (car Dlist))

    (cond ((or (member D Open) (member D Closed))

             (return (RETAIN\_NEW (cdr Dlist))) ))

    (return (cons D (RETAIN-NEW (cdr Dlist)))) ))

Другая вспомогательная рекурсивная функция *CHECK\_GOALS* проверяет, есть ли среди дочерних состояний целевые. Значением этой функции является целевое состояние, если таковое найдено, и пустой список в ином случае:

 (defun CHECK\_GOALS (Dlist)

   (cond ((null Dlist) ())

         ((IS\_GOAL (car Dlist)) (car Dlist))

         (t (CHECK\_GOALS (cdr Dlist))) ))

 Используются также еще две вспомогательные функции – *ADD\_DEPTH\_EST и MERGE*. Первая функция устанавливает глубину дочерних вершин и вычисляет их эвристическую оценку. Вторая функция выполняет слияние двух упорядоченных (по невозрастанию эвристической оценки) списков состояний в результирующий упорядоченный список:

 (defun *ADD\_DEPTH\_EST* (Dn Slist)

   (cond ((null Slist) ())

         (t (cons (list (caar Slist) (cadar Slist) Dn

                        (EST (list (cadar Slist) Dn)) )

                  (ADD\_DEPTH\_EST Dn (cdr Slist))) ) ))

  (defun *MERGE* (L1 L2)

   (cond ((null L1) L2)

         ((null L2) L1)

         ((> (car (cdddar L1)) (car(cdddar L2)))

            (cons (car L2) (MERGE L1 (cdr L2))))

         (t (cons (car L1) (MERGE (cdr L1) L2))) ))

К основным терминам для этой лабораторной работы относятся следующие термины: состояние, формы описания состояний, оператор, описание начального состояния, описание целевого состояния, запись в виде графа,  раскрытие вершин, метод поиска в глубину (*Depth-first search, DFS****),***списки *open и closed*в методах поиска, метод поиска в ширину*(BFS*, *Breadth*-*first search*), структура очередь (*FIFO* *«first-in-first-out»*), структура стек (*LIFO* *«last-in-first-out»*),эвристический метод поиска*.*

**Варинты задания**

1.     Создать компьютерную программу с методом поиска в глубину.

2.     Создать компьютерную программус методом поиска в ширину.

3.     Создать программу, использующую эвристический метод.

4.     Создать программу, использующий «жадный» алгоритм поиска.

5.     Создать программу, использующий процедуру  «Минимакса».

**Контрольные вопросы**

1.     В чем различие методов поиска в глубину и ширину?

2.     Преимущество эвристических алгоритмов.

3.     Как осуществляется стратегия при поиске от данных?

4.     Как осуществляется стратегия при поиске от цели?

5.     Что означает структура: стек?

6.     Какой механизм поиска применяется при методе поиска в глубину?

7.     Какой механизм поиска применяется при методе поиска в ширину?

8.     Что означает структура: очередь?

9.     Что означает раскрытие вершин?

10. Какие бывают формы описания состояния?